ACEDMIC TASK-3

OPERATING SYSTEM (CSE-316)

STUDENT NAME: Smithin reddy

STUDENT ID: 11807366

EMAIL ADDRESSES: [smithinreddy4704@gmail.com](mailto:smithinreddy4704@gmail.com)

Q1.EXPLANATION

This question is about the fibonacci sequence of arrangement of sequence numbers here fibonacci series means a series of numbers in which each number is the sum of the two preceding numbers.the use of fibonacci series are computer algorithms such as fibonacci heap data structure and graphs called fibonacci cubes in this question the series numbers are 0,1,1,2,3,4,7,9….formed it expresses as f ib0=0 f ib1=1 f ibn=f ibn-1+f ibn-2 the following program works as the multithreaded program and it works as on the command line if the user will enter the number of fibonacci numbers the program is generated the program will create a thread that generates the fibonacci numbers placed in the sequence data like array when it finishes the thread the parent thread will execute the output which child thread is generated we need to prevent the parent process from completing before the child process because child process will become orphan.there fore to prevent this we need to use the sys6call wait()the child process complete before the parent process

CODE:-

include<stdio.h>

#include<iostream>

using namepsace std;

int main(){

#include<iostream>

#include<pthread.h>

#include <unistd.h>

#include<stdlib.h>

#include<sys/wait.h>

using namespace std;

int size,first=0,second=1,third,n;

int a[1000];

void \* cal(void \* arg)

{

for(int i=0;i<n;i++)

{

first=a[i];

third=first+second;

first=second;

second=third;

}

}

int main(){ cout<<"enter number of elements"<<endl;

cin>>n;

pthread\_t fd;

{

pthread\_create(&fd,NULL,cal,NULL);

{

pthread\_join(fd,NULL);

wait(1);

for(int i=0;i<n;i++)

{

Printf(“parent is wating on chid process…\n");

Wait();

Printf(“parent process is done.\n");

}

return 0;

}

ALGORITHM:

1.the program takes an input from the user .

2.in the next step programm creates a child process.And the value returned from. The fork is compared with 0 to check if child process is created or not

3.if the child process is created then the value is used inside a whole loop and then the sequence is printed.

4.while printing the sequence the parent process waits until child process completes.

Q2.EXPLANATION:-

We know how to find an effective access time (EAT) for a given page-fault rate (p).Here, we have to find ‘p' for given ‘EAT' so we set up the following equation and solve for ‘p':

(Note: 1 millisecond = 1,000,000 nanoseconds = 1e6 nanoseconds)

Time taken to service page Fault for empty pages or unmodified page = 8ms.

Time taken to service page Fault for modified pages = 20ms

Memory access time = 100ns

Effective Access time = 200ns

EAT = (1-p)\*(100) + (p)\*(100 + (1-.7)\*(8msec) + (.7)\*(20msec))

= 100 - 100p + 100p +(2.4e6)\*p + (14e6)\*p

=100 + (16.4e6)\*p

200 = 100 + (16.4e6)\*p

P = 100/16.4e6 = 6.0975609756097560975609756097561e-6~6.01e-6

P-- > page Fault Rate

CODE :

#include <stdio.h>

#include <stdlib.h>

double page\_fault\_rate();

void userInput(void);

double service\_page\_fault\_empty;

double service\_page\_fault\_modified;

double mem\_access\_time;

double times\_page\_modified;

double effective\_access\_time;

double pageFaultRate;

double service\_page\_fault\_empty\_ns;

double service\_page\_fault\_modified\_ns;

double times\_page\_modified\_per;

void main(){

int swtch;

do{

printf("Select the required option \n");

printf("1.Find the PageFault Rate\n");

printf("2.Exit");

scanf("%d",&swtch);

switch(swtch){

case 1:userInput();break;

case 2:exit(0);

}

printf("\n\n");

}while(swtch<3);

}

void userInput(){

printf("\nEnter service Page Fault [Empty|Page is not Modified][in milliseconds]");

scanf("%lf",&service\_page\_fault\_empty);

printf("Enter Service Page Fault [Modified Page][in milliseconds]");

scanf("%lf",&service\_page\_fault\_modified);

printf("Enter Memory Access Time[in nanoseconds]");

scanf("%lf",&mem\_access\_time);

printf("Enter Percentage of time the page to be replaced is modified[0-100]");

scanf("%lf",&times\_page\_modified);

printf("Enter Effective Access time[in nanoseconds]");

scanf("%lf",&effective\_access\_time);

service\_page\_fault\_empty\_ns = (service\_page\_fault\_empty\*1000000);

service\_page\_fault\_modified\_ns = (service\_page\_fault\_modified\*1000000);

times\_page\_modified\_per = (times\_page\_modified/100);

printf("\nPage Fault rate calculated For:\n");

printf("Service Page Fault[Empty|Page Not Modified]=%lf \n",service\_page\_fault\_empty\_ns);

printf("Service Page Fault [Modified Page][in nanoseconds] %lf \n",service\_page\_fault\_modified\_ns);

printf("Memory Access Time[in nanoseconds]%lf\n",mem\_access\_time);

printf("Effective Access Time %lf\n",effective\_access\_time);

pageFaultRate = page\_fault\_rate(service\_page\_fault\_empty\_ns,service\_page\_fault\_modified\_ns,mem\_access\_time,times\_page\_modified\_per,effective\_access\_time);

printf("\nMaximum Acceptable Page Fault rate = %.2e[exponential notation]",pageFaultRate);

}

double page\_fault\_rate(double servicePageFaultEmpty,double servicePageFaultMod,double memAccess,double timesPages,double effAccess){

double assume,serve;

double numErator,denOminator;

double pageFault;

assume = (1- timesPages)\*servicePageFaultEmpty;

serve = timesPages\*servicePageFaultMod;

numErator = effAccess - memAccess;

denOminator = (assume+serve);

pageFault = numErator/denOminator;

return pageFault;

}

ALGORITHM

1.the page generate 70 percentage of the time while compared to the previous memory

2.here the programm declares an array of file

3.then the programm creates Fault process and check for the return value. If the process is created then the content of the source file is copied

4.then the value between millisecond and percentage are been done.

OUTPUT:

![](data:image/jpeg;base64,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)

4